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# Введение

**Регулярные выражения** -– Истоки регулярных выражений лежат в теории автоматов, теории формальных языков и классификации формальных грамматик по Хомскому. Эти области изучают вычислительные модели (автоматы) и способы описания и классификации формальных языков. В 1940-х гг. Уоррен Маккалок и Уолтер Питтс описали нейронную систему, используя простой автомат в качестве модели нейрона.

Математик Стивен Клини позже описал эти модели, используя свою систему математических обозначений, названную «регулярные множества». Кен Томпсон встроил их в редактор QED, а затем в редактор ed под UNIX. С этого времени регулярные выражения стали широко использоваться в UNIX и UNIX-подобных утилитах, например, в expr, awk, Emacs, vi, lex и Perl.

**Автоматы** – Автомат это совокупность (X, S, δ), где X алфавит, S непустое множество, элементы которого называются состояниями автомата, δ функция из S Ч X в S, она называется функцией перехода.

**Целью данной** лабораторной работы является изучение данных алгоритмов и оценка этих алгоритмов по затратам времени и памяти.

Теория автоматов лежит в основе всех цифровых технологий и программного обеспечения, так, например, компьютер является частным случаем практической реализации конечного автомата.

# Аналитическая часть

В данном разделе будут представлены описания регулярных выражений и автоматов.

# 1.1 Описание алгоритмов

**Регулярные выражения** - формальный язык поиска и осуществления манипуляций с подстроками в тексте, основанный на использовании метасимволов. Для поиска используется строка-паттерн (шаблон, маска) состоящая из символов и метасимволов и задающая правило поиска. Для манипуляций с текстом дополнительно задаётся строка замены, которая также может содержать в себе специальные символы.

**Автоматы** - Автомат имеет следующие составляющие:

1) входные переменные, которые представляют собой воздействия, генерируемые извне и влияющие на поведение исследуемой системы;

2) выходные переменные, называемые реакцией системы, представляющие собой величины, характеризующие поведение данной системы.

Входные полюсы (входные каналы) соответствуют местам поступления входных переменных, снабжаются стрелками, направленными внутрь «черного ящика». Входные и выходные переменные с точки зрения абстрактной теории автоматов не имеют какого-либо физического смысла.

Предполагается, что любая система, представляемая основной моделью, управляется некоторым синхронизирующим источником. Все переменные системы изменяются в определенные дискретные моменты времени, в которые подается синхронизирующий сигнал. Эти моменты времени называются тактами (тактовыми моментами) и обозначаются буквой ts. Тогда поведение системы в любой момент времени не зависит от интервала времени между и ts\_l. Кроме того, независимой величиной, относительно которой определяются все переменные системы, является не время, а порядковый номер, связанный с тактом. Системы, удовлетворяющие вышеизложенным предположениям, называются синхронными. Асинхронные же системы, меняют свои сигналы, не привязываясь к синхронизирующему сигналу.

# **Вывод**:

В данном разделе были рассмотрены реализации поиска слова в строке.

# Технологическая часть

В данном разделе будут приведены требования к программному обеспечению, средства реализации, листинг кода и примеры тестирования.

# 2.1 Требования к программному обеспечению

На вход подаётся код в виде длинной строки, содержащий математические данные(sin,cos…) и разделенная \n. На выходе указать, сколько раз было встретились слова.

Требуется замерить время работы обоих реализаций.

# 2.2 Средства реализации

В качестве языка программирования был выбран Python в связи с его широким функционалом и огромнейшим набором библиотек, а также из-за привычного для меня синтаксиса. Среда разработки - стандартная IDLE Python. Время работы программы замеряется с помощью библиотеки функции perf\_counter из библиотеки time[1].

# 2.3 Листинг кода

Листинг кода был представлен на *листингах* *1, 2, 3.*

*Листинг 1. Поиск слова с помощью регулярных выражений.*

**import** re

**from** time **import** perf\_counter

start **=** perf\_counter**()**

pattern **=** re**.**compile**(**r'[asin|acos|sin|cos|sqrt|abs|tan|sqr]+\('**)**

matches **=** pattern**.**finditer**(**code\_to\_search**)**

count **=** 0

**for** match **in** matches**:**

**print(**matches**)**

count**+=**1

**print(**count**)**

stop **=** perf\_counter**()**

time **=** stop **-** start

**print(**"Elapsed time:"**,** time**)**

f**=** open**(**"time.txt"**,**"a+"**)**

f**.**write**(**"Time with re %f\n" **%** time**)**

f**.**close**()**

**from** time **import** perf\_counter

start **=** perf\_counter**()**

text **=** code\_to\_search**.**split**(**"\n"**)**

k **=** 0

**for** i **in** range**(**len**(**text**)):**

**if** 'acos(' **in** text**[**i**]:**

k **+=** 1

**elif** 'asin(' **in** text**[**i**]:**

k **+=** 1

**elif** 'sin(' **in** text**[**i**]:**

k **+=** 1

**elif** 'cos(' **in** text**[**i**]:**

k **+=** 1

**elif** 'tan(' **in** text**[**i**]:**

k **+=** 1

**elif** 'atan(' **in** text**[**i**]:**

k **+=** 1

**elif** 'abs(' **in** text**[**i**]:**

k **+=** 1

**elif** 'sqrt(' **in** text**[**i**]:**

k **+=** 1

**print(**'Count'**,** k**)**

stop **=** perf\_counter**()**

time **=** stop **-** start

**print(**"Elapsed time:"**,** stop**-**start**)**

f**=** open**(**"time.txt"**,**"a+"**)**

f**.**write**(**"Time with at %f\n" **%** time**)**

f**.**close**()**

*Листинг 3. Текст на котором выполнялось тестирование и замеры.*

code\_to\_search **=** '''

from math import sin

sin(m)+

sin

asin(db)+

acos(rnrf)+

tan()+

prosto stroka tang()

just string but in english sqrt(1)+

sadece bir xett cos()+

cos

sqrt()+

sqrt

abs!

abs()+

abs)

abs[()]

'''

*Листинг 2. Поиск слова с автоматами, без использования каких-либо библиотек.*

# 2.4 Описание тестирования

Было сделано 13 замеров времени для каждой из реализаций.

Таблица 1 — Данные тестов при 8 совпадениях

|  |  |
| --- | --- |
| **Регулярными выражениями** | **С помощью автоматов** |
| **0.042347** | **0.009796** |
| **0.045695** | **0.018142** |
| **0.048732** | **0.020606** |
| **0.100947** | **0.018051** |
| **0.088357** | **0.015749** |
| **0.092935** | **0.018869** |
| **0.090647** | **0.017277** |
| **0.091942** | **0.018694** |
| **0.096962** | **0.015488** |
| **0.093488** | **0.027529** |
| **0.091514** | **0.026849** |
| **0.093907** | **0.030135** |
| **0.145669** | **0.011706** |

Все тесты пройдены успешно.

* 1. **Вывод**

В данном разделе мы рассмотрели листинг кода, а также убедились в безошибочной работе программы.

1. **Экспериментальная часть.**

В данном разделе будут рассмотрены примеры работ программы.

# 3.1 Пример работы программы

На рисунках 1, 2 приведены изображения внешнего вида интерфейса программы во время его работы

![](data:image/png;base64,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)

*Рисунок 1 - пример работы программы с автоматами.*

*![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAO4AAAAlCAYAAABFwdVVAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAXeSURBVHhe7Z07diI7EIbluxY8AccrgBVgJ0ROnUHIJM4InZFAiDNSIieGFeAVcBwY9sL9f1GF1Q30gzEM6qnvHE2rpdZbVZLaXczNBjjDME5mPWq6Jzdxi15NQs6PCa5hRMh/cjUMIyJMcA0jQkxwDSNCTHANI0JMcA0jQkxwDSNCjgruvOvczc3WNeGfj5zrziUyAtL1N4wqcVBwOem/np3jX3jpFvB/TSXyQoyaqIf4y7KGknmrf9d/An9MSscw8tgX3LVzL7gkPgKBv7dwbtySezAKV7RAyCg0DFNB0ZWviXCi8VwFm5L+JhRSlM/w3x/O3Ws8XGnB+yVXYfklHsOoAPuCu4LDCpUFV0MXrsgTrHAIg8y5Wg9ZDP1jntYYz8zkBmj8x9K5Pspi+tkdlIUINpXEAmHDBsIlf7pQaeTBMqh9qFDoBp9YdRlmGBWh/MspSOcUgpZekdsIe6fkFqTTh1BLHq329vpjsB7If4FdAt0zFFGZuhnGtbMvuLdwFz7P/jTzATYNbIdQw7Z5+i43hlEB9gUXq2Afq6eeST1YrbrYcvpzJuIfsc0dhSsY/G8IewhWYT1TrpGmeb/1l+VLyuC5mOfeoovmLVbYT275hTXqgiYZRnWgddAhVsPNpqEnzMZmM5xJhDDs6OkTzyE+Eb3abDoI07Qz5OWfw5X5aroOE8HpPeOVFcLD8mfIswyJ+sFvGFXCzPoMI0LKv5wyDOOvY4JrGBFigmsYEWKCaxgRYoJrGBFigmsYEWKCaxgRsie4ar2z52hYoMy/wxNfWF0p3XT9fwhaPl1r+/3XZmjzqWOUlX69Rtsl/ljeeeX79BwXxqMfEx/i5eWP+J1lmbhjxmN+7JF/1dgTXLXeacDtvj1a4V7iPa1teGgFdM2MUdeO+ItSxB6Ylk+La7Q6QsWfcKGBBcdp8aukWWRO+loNbUe7F30JSJOTnkJN01FagTG+X8fzgYDm5k8woEyr7pDxGMewPkvN3YqQu1XmN8re1A6DUBgMEtOpNuwGg8LOZNiIGlXiuRomvn0GCXtfrmysh4Jnw/zTGjsdX2rSijbPtAeGX8PTK4Ku7lr+HM/6duJ+l0Ve/QWfF/OQ+6LM35x7fJAbcuvcEmFFOXd6Lg7nVnjcDX1C8HuBsUmVOCq4H7+3k+ZV7ksB9fc8+daG7c/viU+DfNraTmkjK/a4GyoFqGidoNTIU2jhlaSftFEfiSOjAfIXbU7HX+gYYKCULvJqh+Vj0hRuB5UU0mTaA2fsOMbcnaCydZTP+Pv7rd0xbY7fpIF59T8LS7meyhnSqxJ/wVwoLcgYUFV8XikGmk9X9DI23LFxVHB1q1x2i+lBJw4gPNqxLwcG7RGTlVsi5eHxe2JTI99Noagl/RNGYQZB8CDvKQZN47yDVn1FmE+Of5bIS219SQtlXXS7hMJor0xzQnYg60KLJU9e/QO4xecYVHX+UYnzGIbhOnpWPogoV1V8G8yNFyhDZQVF8KGCjb6lv1T+EZC7VR5zNSxJF51VxzZFO3bCkSkJy/XpMbBMf89DE8Gg3UEwdoMWuCgm+IXqH5o1ekraNV4sPfqjB8X6Rzbg7NNgcfC/uqL9ino0oDyv8l3EH5AruEqRlzUerChLTMwHOVvQHndwYFCm0JB8e6i845m2zFyWtTtTYlD4+1GNYOD5axtHNSjy4Godbp1oWB9utYtyqj1wHpn1Dzj1jMsdhgt+Y4vtvzvwKyPH8i+a/hh56RPjC/z4lFAMTB/2H99Av5ZIXwm8cV9AaC+bdmpz2zkQF8aHedAWVu1xh2JTOxT73oTNbmBvy/hOYE97yB53lopnObtH4NnlDUe7X19nhBUlyx44q/27ONoAI4D+0A7Z2yAzKqv+guYlSUqRGAP4D5GVf1b6RN3Vpfo2s3w0NG0vHba9SP5Z6ZUwn2N9ECt/xR6XGtPhXHLB/07UMCrFxQWXQss/tXh41jvhDG0Y/zr2CxiGESGFX04ZhnE9mOAaRnQ49z+gP5SxkyP7EAAAAABJRU5ErkJggg==)*

*Рисунок 2 - пример работы программы с регулярными выражениями.*

# 3.2 Сравнительный анализ алгоритмов

Как мы видим обе реализации достаточно быстры, но реализация автоматами немного выигрывает. Более подробно можно рассмотреть по графикам.

# 3.3 Сравнительный анализ на материале экспериментальных данных

Алгоритмы были протестированы по скорости работы, график представлен на рисунке 3.

*Рисунок 3 – Замер времени*

# 3.3 Вывод

В данном разделе был представлен эксперимент по замеру времени. Не производилась оценка памяти, т.к. в Python3 без при использования функций – **def** выделяется 31.4 мб памяти, и она каждый раз инкрементируется. Так как наша реализация достаточно проста и не использует **def** память будет выделена только 1 раз.

# Заключение

В данной работе были реализованы и протестированы два современных методов поиска слов в строке. Проведён сравнительный анализ обоих реализаций.

Реализация с автоматами показала себя стабильнее и быстрее чем через регулярные выражения.
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